МИНИСТЕРСТВО ОБРАЗОВАНИЯ РЕСПУБЛИКИ БЕЛАРУСЬ

ГЛАВНОЕ УПРАВЛЕНИЕ ПО ОБРАЗОВАНИЮ

МОГИЛЕВСКОГО ОБЛАСТНОГО ИСПОЛНИТЕЛЬНОГО КОМИТЕТА

УЧРЕЖДЕНИЕ ОБРАЗОВАНИЯ

«МОГИЛЕВСКИЙ ГОСУДАРСТВЕННЫЙ ПОЛИТЕХНИЧЕСКИЙ КОЛЛЕДЖ»

|  |  |
| --- | --- |
| Специальность | 2– 40 01 01 |
| Учебная группа | ПО-455 |
|  |  |
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**1 Цель работы**

1.1 Научиться применять различные технологии размещения элементов на HTML-странице

**2 Индивидуальное задание**

**Вариант 8**

1 Создайте файл с CSS, используя программу, разработанную в лабораторной работе № 3:

Задание со списками:

текст – шрифт “Arial”, размер 12 pt, полужирный курсив, цвет шрифта -голубой, межстрочный интервал – 16 px.;

для списка должны быть разработаны элементы описывающие теги списка. Формат ol.1{<свойство1>…<свойствоN>} или li.N{<свойство1>…<свойствоN>} и т.д.

Задание с таблицами:

текст – шрифт “ Verdana ” , размер 12 pt, курсив, цвет шрифта черный.

Для таблицы должны быть разработаны элементы описывающие теги строк и столбцов таблицы. Формат table {<свойство1>…<свойствоN>} table.top1{<свойство1>…<свойствоN>}td.top1\_left{<свойство1>…<свойствоN>} и т.д.

2 Примените единое стилевое оформление к лабораторной работе :

заголовок страницы – шрифт “Courier New”, размер 18 pt, курсив, цвет шрифта синий;

для всего текста должны быть разработаны элементы описывающие теги абзаца. Формат p.1{<свойство1>…<свойствоN>}… p.N{<свойство1>…<свойствоN>} согласно оформления;

размер картинок 75 %, выравнивание по левому краю, рамка вокруг картинки красного цвета, толщина рамки 2 px.

<html>

<head>

<title>вот он заголовок</title>

<link rel="stylesheet" href="style.css">

</head>

<body>

<form method="post" action="select\_user.pp">

<label for="first\_name">Наименование фирмы дилера</label>

<br/>

<input type="text" name="first\_name" size="30"><br/>

<label for="city">город</label>

<br/>

<select id="city" name="city">

<option value="minsk">минск</option>

<option value="mogilev">могилев</option>

<option value="vitebsk">витебск</option>

<option value="grodno">гродно</option>

<option value="brest">брест</option>

<option value="gomel">гомель</option>

</select>

<label for="adres">Адрес</label>

<br/>

<input type="text" name="adres" size="30"><br/>

<label for="email">email</label>

<br/>

<input type="text" name="email" size="30" value="@"><br/>

<label for="phonenum">телефон</label>

<br/>

<input type="text" name="phonenum" size="30"><br/>

<label for="siter">веб сайт</label>

<br/>

<input type="text" name="siter" size="30" value="http://"><br/>

<input id="submit" type="submit" value="Отправить"><br/>

</form>

<img src = "1.png"></img>

</body>

</html>

ol {

font-family: : Arial;

font-style: italic;

font-weight: bold;

font-size: 12pt;

line-height: 16px;

}

table {

font-family: Verdana;

font-style: italic;

font-size: 12pt;

}

body{

font-family: Courier New;

font-style: italic;

font-size: 18pt;

color:blue;

}

img{

size: 75%;

border-width:2px;

border-color: red;

}

3 Контрольные вопросы

7.1 Каковы назначения и значения атрибутов font-family, font-size**?**

**Шрифт** в CSS — это ресурс, содержащий визуальное представление символов. На самом простом уровне он содержит информацию, которая сопоставляет коды символов с фигурами (называемые глифами), представляющие эти символы.

Шрифты, использующие общий стиль дизайна, обычно группируются в семейства шрифтов, классифицируемые набором стандартных свойств шрифта. Внутри семейства форма, отображаемая для данного символа, может варьироваться в зависимости от толщины обводки, наклона или относительной ширины.

Ресурсы шрифтов могут быть установлены локально на устройстве, в котором работает браузер. Для локальных ресурсов шрифта описательная информация может быть получена непосредственно из ресурса шрифта (например, из файла arial.ttf). Для загружаемых ресурсов шрифтов, также называемых веб-шрифтами, описательная информация включена со ссылкой на ресурс шрифта (например, для шрифта Poiret One).

Используя различные шрифты для заголовков, абзацев и других элементов, можно задавать определенный стиль письменных сообщений, передавая желаемые эмоции и настроение. Окунаясь в многообразие шрифтов, не забывайте, что текст основного содержимого веб-страницы должен быть в первую очередь читабельным.

Не рекомендуется использовать более двух шрифтов на странице, а желаемого контраста можно достигнуть за счет комбинирования шрифтов разной толщины, размера, начертания или же при помощи цвета. Более подробно с правилами **веб-типографики** вы сможете ознакомиться в предложенной статье.

Базовые свойства CSS-шрифтов

**СОДЕРЖАНИЕ:**

1. Семейство шрифтов: свойство font-family

2. Насыщенность шрифта: свойство font-weight

3. Ширина шрифта: свойство font-stretch

4. Начертание шрифта: свойство font-style

5. Размер шрифта: свойство font-size

6. Относительный размер шрифта: свойство font-size-adjust

7. Сокращенная запись свойств шрифта: свойство font

8. Управление синтезом шрифтов: свойство font-synthesis

1. Семейство шрифтов: свойство font-family

Свойство font-family используется для выбора начертания шрифта. Поскольку невозможно предсказать, установлен тот или иной шрифт на компьютере посетителя вашего сайта, рекомендуется прописывать все возможные варианты однотипных шрифтов. В таком случае браузер будет проверять их наличие, последовательно перебирая предложенные варианты.

Если в названии шрифта имеются пробелы или символы (например, #, $, %), то оно заключается в кавычки. Это делается для того, чтобы браузер мог понять, где начинается и заканчивается название шрифта.

Свойство наследуется.

|  |  |
| --- | --- |
| **font-family** | |
| Значения: |  |
| family-name | Название (имя) семейства шрифтов, например, Times, Courier, Arial. Рекомендуется указывать вместе с базовым семейством. |
| generic-family | Базовое семейство. CSS определяет пять базовых семейств шрифтов: Шрифты с засечками — Serif (Times New Roman, Times, Garamond, Georgia) Рубленые шрифты — Sans-serif (Helvetica, Geneva, Arial, Verdana, Trebuchet, Univers) Моноширинные шрифты — Monospace (Courier, Courier New, Andele Mono) Рукописные шрифты — Cursive (Comic Sans, Gabriola, Monotype Corsiva, Author, Zapf Chancery) Аллегорические шрифты (Western, Woodblock, Klingon) |
| initial | Устанавливает значение свойства в значение по умолчанию. |
| inherit | Наследует значение свойства от родительского элемента. |

**Синтаксис**

font-family: "Times New Roman", Georgia, Serif;

font-family: serif;

font-family: sans-serif;

font-family: monospace;

font-family: cursive;

font-family: fantasy;

font-family: system-ui;

font-family: inherit;

font-family: initial;

CSS

2. Насыщенность шрифта: свойство font-weight

Свойство font-weight задаёт насыщенность шрифта.

Свойство наследуется.

|  |  |
| --- | --- |
| **font-weight** | |
| Значения: |  |
| normal | Значение по умолчанию, устанавливает нормальную насыщенность шрифта. Эквивалентно значению насыщенности, равной 400. |
| bold | Делает шрифт текста полужирным. Эквивалентно значению насыщенности, равной 700. |
| bolder | Насыщенность шрифта будет больше, чем у предка. |
| lighter | Насыщенность шрифта будет меньше, чем у предка. |
| 100, 200, 300, 400, 500, 600, 700, 800, 900 | Значение 100 соответствует самому легкому варианту начертания шрифта, а 900 — самому плотному. При этом, эти числа не определяют конкретной плотности, т.е. 100, 200, 300 и 400 могут соответствовать одному и тому же варианту слабой насыщенности начертания шрифта; 500 и 600 — средней насыщенности, а 700, 800 и 900 могут выводить одинаковое очень насыщенное начертание. Распределение плотности так же зависит от количества уровней насыщенности, определенных в конкретном семействе шрифтов. |
| initial | Устанавливает значение свойства в значение по умолчанию. |
| inherit | Наследует значение свойства от родительского элемента. |

**Синтаксис**

font-weight: normal;

font-weight: bold;

font-weight: lighter;

font-weight: bolder;

font-weight: 100;

font-weight: 200;

font-weight: 300;

font-weight: 400;

font-weight: 500;

font-weight: 600;

font-weight: 700;

font-weight: 800;

font-weight: 900;

font-weight: inherit;

font-weight: initial;

CSS

РИС. 1. СВОЙСТВО FONT-WEIGHT

3. Ширина шрифта: свойство font-stretch

Свойство font-stretch позволяет выбрать нормальное, сжатое или расширенное начертание символа из семейства шрифтов. Свойство не работает на любом шрифте, а только на шрифтах, для которых разработаны различными начертания, соответствующими определенным размерам.

Свойство наследуется.

Абсолютные значения ключевых слов имеют следующий порядок, от самого узкого до самого широкого:

|  |  |
| --- | --- |
| **font-stretch** | |
| Значения: |  |
| ultra-condensed | Указывает на наиболее сжатый шрифт. |
| extra-condensed | Указывает на второй по сжатости шрифт. |
| condensed | Указывает на сжатый шрифт. |
| semi-condensed | Указывает на немного сжатый шрифт. |
| normal | Значение по умолчанию. |
| semi-expanded | Слегка расширенный шрифт. |
| expanded | Расширенный шрифт. |
| extra-expanded | Второй по расширенности шрифт. |
| ultra-expanded | Максимально расширенный шрифт. |
| initial | Устанавливает значение свойства в значение по умолчанию. |
| inherit | Наследует значение свойства от родительского элемента. |

**Синтаксис**

font-stretch: ultra-condensed;

font-stretch: extra-condensed;

font-stretch: condensed;

font-stretch: semi-condensed;

font-stretch: normal;

font-stretch: semi-expanded;

font-stretch: expanded;

font-stretch: extra-expanded;

font-stretch: ultra-expanded;

font-stretch: inherit;

font-stretch: initial;

CSS

Когда не существует глифа для заданной ширины, значения normal или condensed отображаются для более узкого начертания символа, в противном случае отображается более широкое начертание. И наоборот, расширенные значения используют широкое начертание, в противном случае — узкое начертание. На рисунке ниже показано, как девять параметров свойства влияют на выбор шрифта для семейства шрифтов, содержащего различные ширины, серый цвет указывает ширину, для которой не существует начертания, поэтому подставляется другая ширина:

РИС. 2. СВОЙСТВО FONT-STRETCH

4. Начертание шрифта: свойство font-style

Свойство font-style позволяет выбрать стиль начертания для шрифта. При этом разница между курсивом и наклонным начертанием заключается в том, что курсив вносит небольшие изменения в структуру каждого символа, в то время как наклонное начертание представляет собой наклонную версию прямого шрифта.

Свойство наследуется.

|  |  |
| --- | --- |
| **font-style** | |
| Значения: |  |
| normal | Значение по умолчанию, устанавливает для текста обычное начертание шрифта. |
| italic | Выделяет текст курсивом. |
| oblique | Устанавливает наклонное начертание шрифта. |
| initial | Устанавливает значение свойства в значение по умолчанию. |
| inherit | Наследует значение свойства от родительского элемента. |

**Синтаксис**

font-style: normal;

font-style: italic;

font-style: oblique;

font-style: inherit;

font-style: initial;

CSS

РИС. 3. СВОЙСТВО FONT-STYLE

5. Размер шрифта: свойство font-size

Свойство font-size указывает желаемую высоту глифов из шрифта.

Свойство наследуется.

|  |  |
| --- | --- |
| **font-size** | |
| Значения: |  |
| absolute-size | xx-small, x-small, small, medium, large, x-large, xx-large. В качестве стандартного размера принимается medium. В CSS1 предложенный коэффициент масштабирования между соседними индексами составлял 1.5, что для пользователя оказалось слишком большим. В CSS2 предложенный коэффициент масштабирования для экрана компьютера между смежными индексами составлял 1.2, что все еще создавало проблемы для небольших размеров. Новый коэффициент масштабирования варьируется между каждым индексом, чтобы обеспечить лучшую читаемость. |
| relative-size | smaller, larger. Относительные размеры обусловливают изменение размера шрифта элемента относительно родителя. При этом размер шрифта может выйти за рамки размеров, предполагаемых для xx-small и xx-large. |
| длина | Размер шрифта устанавливается с помощью положительных значений единиц длины, например, px, em, как целых, так и дробных. |
| % | Относительное значение, вычисляется на основании любого размера, унаследованного от родительского элемента. Обеспечивает более точную настройку вычисляемого размера шрифта. Задание размеров шрифта с помощью em эквивалентно процентному значению. |
| initial | Устанавливает значение свойства в значение по умолчанию. |
| inherit | Наследует значение свойства от родительского элемента. |

**Синтаксис**

font-size: xx-small;

font-size: x-small;

font-size: small;

font-size: medium;

font-size: large;

font-size: x-large;

font-size: xx-large;

font-size: smaller;

font-size: larger;

font-size: 14px;

font-size: 0.8em;

font-size: 80%;

font-size: inherit;

font-size: initial;

CSS

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Значения absolute-size** | | | | | | | |
| **xx-small** | **x-small** | **small** | **medium** | **large** | **x-large** | **xx-large** |  |
| **Коэффициент масштабирования** | | | | | | | |
| 3/5 | 3/4 | 8/9 | 1 | 6/5 | 3/2 | 2/1 | 3/1 |
| **HTML заголовки** | | | | | | | |
| h6 |  | h5 | h4 | h3 | h2 | h1 |  |
| **HTML размер шрифта** | | | | | | | |
| 1 |  | 2 | 3 | 4 | 5 | 6 | 7 |

6. Относительный размер шрифта: свойство font-size-adjust

Для любого заданного размера шрифта явный размер и четкость текста варьируется в зависимости от шрифта. Для таких шрифтов, как латиница или кириллица, которые различают прописные и строчные буквы, относительная высота строчных букв по сравнению с их прописными аналогами является определяющим фактором удобочитаемости. Это обычно называют значением аспекта. Точно определенный, он равен x-height шрифта, разделенной на размер шрифта.

В ситуациях, когда для шрифта указано несколько семейств шрифтов, резервные шрифты могут не использовать то же значение аспекта, что и желаемое семейство шрифтов, и, следовательно, будут казаться менее четкими.

Свойство font-size-adjust — способ сохранить читабельность текста при использовании резервных шрифтов. Это достигается путем настройки размера шрифта таким образом, чтобы x-height была одинаковой независимо от используемого шрифта.

Свойство наследуется.

|  |  |
| --- | --- |
| **font-size-adjust** | |
| Значения: |  |
| none | Не сохраняет x-height шрифта. |
| число | Задает значение аспекта, используемое в приведенных ниже расчетах для расчета скорректированного размера шрифта: c = (a / a ') s где: s = значение размера шрифта a = значение аспекта, указанное в свойстве font-size-adjust a ' = значение аспекта фактического шрифта c = скорректированный размер шрифта для использования Отрицательные значения недействительны. |
| initial | Устанавливает значение свойства в значение по умолчанию. |
| inherit | Наследует значение свойства от родительского элемента. |

**Синтаксис:**

font-size-adjust: none;

font-size-adjust: 0.7;

font-size-adjust: inherit;

font-size-adjust: initial;

CSS

Как отображается текст в каждом из этих сравниваемых шрифтов, показано ниже, столбцы показывают текст, отображаемый в Verdana, Futura и Times. Одно и то же значение размера шрифта используется для ячеек в каждой строке, и для отображения различий по x-height включены красные линии. В верхней половине каждая строка отображается в том же значении размера шрифта. То же самое верно и для нижней половины, но в этой половине также устанавливается свойство font-size-adjust, чтобы фактический размер шрифта регулировался таким образом, чтобы сохранить x-height для каждой строки. Обратите внимание, что небольшой текст остается относительно разборчивым в каждой строке в нижней половине.

7. Сокращенная запись свойств шрифта: свойство font

Свойство font за исключением описанного ниже, является сокращенным свойством для установки font-style, font-variant, font-weight, font-stretch, font-size/line-height, font-family. Также могут быть включены значения для свойства font-variant, которые поддерживаются CSS 2.1 — normal или small-caps.

Все подсвойства свойства font сначала сбрасываются на свои начальные значения, включая перечисленные выше, плюс font-size-adjust, font-kerning, все подсвойства font-variant и настройки шрифтов, за исключением font-synthesis. Затем этим свойствам присваиваются те значения, которые указаны в свойстве font. Для свойства font-size-adjust невозможно установить значение, отличное от его начального значения, поэтому следует использовать вместо этого индивидуальное свойство. Если явное значение какого-либо свойства не нужно, то оно опускается.

Свойство наследуется.

**Синтаксис**

font: 12pt/14pt sans-serif;

font: 80% sans-serif;

font: x-large/110% "new century schoolbook", serif;

font: bold italic large Palatino, serif;

font: normal small-caps 120%/120% fantasy;

font: condensed oblique 12pt "Helvetica Neue", serif;

CSS

Следующие значения относятся к системным шрифтам:  
caption — шрифт, используемый для элементов управления с субтитрами (например, кнопок, раскрывающихся списков и т.д.).  
icon — шрифт, используемый для обозначения значков.  
menu — шрифт, используемый в меню (например, раскрывающиеся меню и списки меню).  
message-box — шрифт, используемый в диалоговых окнах.  
small-caption — шрифт, используемый для маркировки подписи элементов управления.  
status-bar — шрифт, используемый в строке состояния окна.

Системные шрифты могут быть установлены только целиком; то есть семейство шрифтов, размер, вес, стиль и т.д. задаются одновременно. Эти значения затем могут быть изменены индивидуально, если это необходимо. Ключевые слова, используемые для системных шрифтов, перечисленных выше, обрабатываются как ключевые слова только в том случае, если они находятся в начальной позиции, в других позициях эта же строка обрабатывается как часть имени семейства шрифтов. Системные шрифты могут быть указаны только с этим свойством, но не с самим font-family.

font: menu; /\* используются настройки шрифта для системных меню \*/

font: large menu; /\* используется семейство шрифтов под названием "menu" \*/

CSS

8. Управление синтезом шрифтов: свойство font-synthesis

Свойство font-synthesis определяет, разрешено ли пользовательским агентам (браузерам) синтезировать полужирное или наклонное начертание шрифтов, когда они отсутствуют в семействе шрифтов. Если weight не указан, пользовательские агенты не должны синтезировать полужирное начертание, а если style не указан, пользовательские агенты не должны синтезировать курсив.

Свойство наследуется.

|  |  |
| --- | --- |
| **font-synthesis** | |
| Значения: |  |
| none | Запрещает синтез начертаний. |
| weight и/или style | По умолчанию свойство принимает значение font-synthesis: weight style;. Если указано только weight, это говорит браузеру, что жирный шрифт может быть синтезирован при необходимости. Если только style — синтезируется только курсив. |
| initial | Устанавливает значение свойства в значение по умолчанию. |
| inherit | Наследует значение свойства от родительского элемента. |

**Синтаксис**

font-synthesis: none;

font-synthesis: weight;

font-synthesis: style;

font-synthesis: weight style;

font-synthesis: initial;

font-synthesis: inherit;

7.2Каковы назначения и значения атрибутов color, background-color?

Каждый блок html-элемента имеет фоновый слой, который может быть полностью прозрачным (по умолчанию) или заполнен цветом и/или одним или несколькими изображениями. CSS-свойства фона указывают, какой цвет background-color и изображения background-image использовать, а также их размер, расположение, способ укладки и т.д.

Свойства фона не наследуются, но фон родительского блока будет просвечивать по умолчанию из-за начального значения в background-color: transparent.

Фон не отображается у пустых элементов с нулевой высотой. Отрицательные значения свойства margin не влияют на фон элемента.

Свойство background-color устанавливает цвет фона элемента. Цвет рисуется за фоновыми изображениями. Для блочных элементов цвет фона распространяется на всю ширину и высоту блока элемента, для строчных — только на область их содержимого.

Цвет фона обрезается в соответствии со значением background-clip самого нижнего слоя фонового изображения.

Свойство не наследуется.

|  |  |
| --- | --- |
| **background-color** | |
| Значения: |  |
| цвет | Значение принимает все форматы цвета свойства color. Значение по умолчанию transparent. |
| initial | Устанавливает значение свойства в значение по умолчанию. |
| inherit | Наследует значение свойства от родительского элемента. |

**Синтаксис**

background-color: salmon;

background-color: #00ff00;

background-color: rgba(255, 128, 128, 0.5);

background-color: currentColor;

background-color: transparent;

background-color: inherit;

background-color: initial

7.3 Каковы назначения и значения атрибутов text-decoration, text-align?

Как же в Css работать с текстом? Вполне логично будет предположить, что для этой цели существуют специально предназначенные правила. Давайте начнем с text-align, которое является фактически заменой атрибута align (он использовался в чистом Html 4.01 по версии валидатора для выравнивания содержимого, например, абзацев P или заголовков).

Он имеет всего четыре возможных значения:

![Возможные значения CSS свойства text-align](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbMAAAA4CAMAAABAM+YaAAAARVBMVEX6/deChG2anIXExq+mqJGwsZvS1L25u6Ti483Jy7Tu79nd38f29+HP0br7/ebo6tT//////+rW2OmzteXJy+ianOrq7OnwubIhAAAFi0lEQVR4Ae2ZjY6jug6A9zp/BJvkOgDv/6gHGxhKt0zpntGeVsq3Eg3GOI4+ldCdX59H5X+fRuUXfBgV88u6j6LiZ2chmFB5f8zyr1FnMUZTeXfiQrs68+gr7w4qtDozncfKu9MIaXeGTVt5c2gmHZzl/789Fd6dRT87o3dvuMKf5qzCd85ySxJ8XyqpOqvOKtVZpTqrzirVWaU6q84q1Vnl552Vnp8wDN9fHmd4YxyJX8HADD8gewCDUqyxNyXJef6d30tEgLBP4m/qWuRLZMj8hGh4xUP4dpXdo14z6hJfdzaOE3+PGjmnDP2/cOZDeOgsWxdCsIGZHeBNHOwlZ+jAPbzsJX4FA4afAHCxKsBxfFzi33d2zJgmfpWHziwQc2rTNWc58z3+rzqj3F5dYs7HJdLLzvpRWLxNQz8ORbLLOA5yKHNwVPpjac3thztnRTJpHc/X5Vy+hfN4WMMBmtMFkQ8QfCujDJBzVmUBFDw4IwsAyTvr05KwVbAQEAAa9mA7cJmZG1BCOjhLGMBGH1kyogWDSat2AXyryhSvqWZOzUkrOYo2NIfOAwgydgBeDnKd0IHBTntWXOK9132JyQKEZb5wyZkoGUpZRfWlDGqH+nGaL/XTIqLM8JFBc4ejs6mUzdl8rYiuYZpD/Z4aAM+ctbMBnDU0kqXYVrczMIhIB2epQQDjuggdZ8S1BAXbYRTBxB4goJMKhACI2PDuTFMN+qA3dmA8GjApNQDWR/2CZQdumZYCREn1TCIvBG9svu084wzA0qufD+osQsQuAB8a2Ht12xITOou6f4fmxWejKGJVNPAiTe3tRnS0MPHR1XE/26tMmqpf17F/9uAga/PyQTciz5+NAI44BbopYTTTA+jREnfgT56NEXD5kJJGL0hEvyLg0u2zMS5FArTMCBIlQyfblJPcxRkAMSOeJN4OCKJOk/lVZ8PYD8IiYOr7fuJzZzSVoZw7m5VvxbfDM2fZ2k6wgBed0X0Jq6EEsLnpIJw4s5C0XCMyQjcTwUpmu1benTmIcj1AEGc2sfDcWQQI0dMFZ2wgM9nILzvrx431tOd7I7Sy7XLnzsbXnSFsdBedHUvsH0+dHUPwxWNnsGGlSccXnaUcLYClC85a61Jw9LozeZztlPG4Wx1J/ZifPBuLOL7sbH8oCn/qLECWlCvOAtBSj9jv9R86MxJTXnFGOXGiAPGCM/ZgoOPLzgZ9OSzzoZfRPBxWgUXPJT5JeOId6sfEqZw7I71p+N2ZD3TiLEUwSdYa2vsFeWZCfO6ssY6Y3G/OnEjIPu/ONFXObOSk7wCp9f7gDOVearykZunLNM+dddAxqjMHkcS3/2qg7fKZsxQA6LIzUSIUHSkDTxoo69vGtGXsiI2FUvZNbvoK6k3KRPOg57IWSACBb/Cw0siJtQDW2hxhwbYsBA3HW2cBFlzaS2Rm1EwA3U1sTm6Zrlnq7s62ycAGYianQxvJSj6uvyyM3hUSN0uq9Q4WwqkzqSDJkfUekK73Bpp9uXdLRMj8grM0lWmi7V296FA+9SxpI5KR+MAkGZImWQoxbcNpycg0O9traTR74huyX9EozaeZ0lcUl9yUPebju36zZdyVIPSZAJYoMXrfaOHG5/b4+0wna5ZgalFmSEnzW+99yzPtHNz7akkuK82pMyZsCOdspozbsvYG9l6PS0w2vM3/EY898c8izp6QwPA54uxHODpLEPjPQZvfwRmV/Uf3D5K6/K1S732wDZ9DseWfAvHppM9J6L21Pr+BM9nB+sJ/mQgAMf8Hk5o/njQ5EEz9+1n9m2elOqtUZ9VZpTqrVGfVWeVznKU3pvLQGb87lXtnXPk0Z1z5NGdc+TRnXPkIbpylymewO6PKp7A5aysfhDprKp+EOOsqH4b5BxKPFFup8pAwAAAAAElFTkSuQmCC)

Смысл остается таким же, как и был раньше. **Text align** — это горизонтальное выравнивание строк. Применяется это правило исключительно только для блочных элементов (параграфы, заголовки и т.п.), т.е. тех тегах, в которых может появиться несколько строк. Т.к. в строчных элементах строк может быть только одна, то и смысла использования в них text-align особого нет.

Понятно, что значения этого правила означают выравнивание, соответственно: по левому краю (left), по правому краю (right), по центру (center) и по ширине страницы (Justify — одновременно по левому и правому краю за счет увеличения расстояния между словами). Само собой, что значение Justify стоит использовать для элементов хотя бы с несколькими строками текста, иначе видимого эффекта от этого не будет.

Для примера, я выровнял предыдущий абзац по ширине (видите у него ровные границы и слева, и справа), используя:

text-align:justify;

По умолчанию горизонтальное выравнивание текста осуществляется по левому краю, т.е. специально писать text-align:left не нужно, если, конечно же, раньше вы не задавали другое выравнивание. Этот абзац я, кстати, выровнял по центру (center) опять же для наглядного примера, но тут, я думаю, все и так понятно.

Следующее Css правило **text-indent** позволяет задать красную строку, например, для текста в теге абзаца P. Отступ красной строки можно задать с помощью указания величины (как со знаком плюс, так и со знаком минус, используя размеры (пиксели, em или ex) допустимые в CSS) или с помощью процентов:

![Возможные значения CSS свойства text-indent](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARoAAABCCAMAAAC/x+mmAAAAKlBMVEWOkH63uaOoqpPX2cLg4svKzLXp69T09t36/OX//////+rMzeekpukAAABzGX9oAAAEDUlEQVR42u2YibbcIAhA3aGY+f/fLRJiovN8+/64p2OQRDrew5jTOsN4Kd65YDxEbGq8cU/a1WRjppiaBXCqicYVuKpJxgmOaopxgHdq/hkC3auBljfI1CyghRoyTI2pMTVvx9SYGlNjakyNqTE1psbUmBqo9ASLJ2qFxeO1rksBfQkpkgA547PVbBvQ42zbIr1QtsmCxb1KX4JzcinBuQAfrGbdNQTfV43PhCE/S01hNQLIfahbBd1dpcSDhMLoQbKJmNTuye1j4a4GUt0S7F3Uwt2MkEgoIdKFHBo+ITGYfIhF6ocdD5HHzMs09gA+hNiGUAgzx/zJUie18pFL4KjGZdYTXq5GJdRDDcgmoO7ZSU3VJwd1WHVyLVbPsmlQ412gCzG44L13XqxxGEJGXiNp55oOxzKhx4CeE5h5XuSxyFlPmaPUSvhWAgY10acYChZ42Q8KJMJ6uOHdw/SDqgpczxpZBzKph8uzWNIHOTf/oDABXfEuc7L5guDb6uxi8+mCbi0735I95iHLtlEOkawlvCzDgqzC5UENRvboc3yhmrRVaOybgE22NarZlDSpuQ7SG1QvxeRvkGF91qgagOSybBmY4vydmuiSxFE0HWogBK9qAIKLx275qUFNiSEEx95fpqZuB0B9F8/rmusgly7xZWqETBTcwaymmZOYZeQcDjXZlbyrEaTZPFcJk5pUIPqYw8u7Zjxnx66ZeVxNbzl6UdcgYnKRoou4M6kJIaDEsvWSVU3kNRJLCema5HxBnLpGosKf/Dw1sgno3x5Bj2TU7Ule0k+pUSHnWUMA8IAaLQURZjVqAkIoclwk8hhd7GpcKNdtHmpYyKFGhqgD5Hs1IRG6+Cw156sENoWwtgTMb66ObF+TSZ6qYwVZrFGv1V932obh/g3VcEXeUIJHaZTS30qJUmixvtZdiOhlnlvchgwtoqLFQp7UxFYWnqWmfV09PaCFCUDUpK6G9jQ9qUY01pQkhmPVoJnaTUBqFJ8GNV7IReqU7H0qSNlH4CcZiHwTJVY1nonIQ9lXx8xDgha1nuRSnB3VyLKM9s9LYVQzY2piNjX2/zWmxtSYGlNjakyNqflLmJrb7Repud1kmHZ129Pz/K+pkc+DakyNmmHOiyQlP8xl2mUOc70Oable55LSP4i32/dWw2hwGbqKaa7352v3oqnVY/oXrtXQN1NDD6nRkYb5Wk2/SrRWo5eFGhK+edf0UbhT09tDGLvn9Wroe6FffFazS1vOTzUkvEvX0PdCN/hiNXRxQJJfnTWz0VPNbVRD34rByPCG6taEaS6TfplczG+oaX45jceuwT8IO1gAcKr5c1bWaoRTDfw5bg1Y0tUUY0bVJOMeUZONB/EOjAXu3z+A6ENwxsR/+YRGT6IKW7UAAAAASUVORK5CYII=)

От чего считаются проценты в text-indent? От ширины области, которая отведена под текст. Т.е. Css правило text-indent:50% задаст красную строку равную половине длины этой самой строки. Ну, а этот абзац как раз и служит примером такого правила.

А можно, например, задать отрицательное значение красной строки в text-indent и тогда мы получим примерно то, что вы видите в этом абзаце. Для достижения данного результата я написал для тега абзаца P вот такое вот CSS правило:

text-indent:-1em;

Ну, а обычное использование text-indent (для задания стандартной красной строки) может выглядеть так: text-indent:40px; (кстати, применено к этому параграфу). Это правило, так же как и рассмотренное раньше text-align, **применяется только для блочных элементов**, т.е. там, где может появиться несколько строк (абзацы, заголовки и т.п.).

Так, теперь давайте перейдем к **text-decoration** (оформление с помощью горизонтальной линии), которое применяется уже ко всем Html элементам (и строчным, и блочным).

Оно может иметь всего четыре значения:

![Возможные значения CSS свойства text-decoration](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAiAAAABSCAMAAABaIp/NAAAAKlBMVEX//+vNz7n////l5tCZm4T2+d/9/+iysZucnOoAAADG6Orrz5Ojy9r/7biWVGJCAAAFVElEQVR42uzSBQEEMQwAsGHnX/EzHlRBoiFlnIMlCIm6yjoDVRAS/R6kwrEuCIkuCIkpCIn5DtJhbwpCIr5BdiB+gsz2D+IviCH/CEFIhCAk4ihIeYIIQRAEQRAEQRAEQRAEQUAQBEEQBOHKfBnwugnDQFiIOqCQ9///7sqnWj6Q52VTu/ciiTrmzgfJkaQ/zCDL3moqgPzGPmrqZNl97597869H/wfOsznNtroCkBFi9Lf2xxnZHo9R6r9DvniTeYNYJQ7gMwax/2KQ49MGQWOoGInPG6SW/26DIPgmg9C+3yA1rfaTKUsyNW28RT+Xn69UGmTdaXzCdgbDg7Y8L6YAbUDWQA+f9We47s3D16+tERNIWYvqTiIHz7+1cRmO7XgwAtziO9QsHbI6Po71X+8FFvrhRGj6CaqEsMCqmKYourUT3oPu/BWMl8r1c/kg1fLJm+SVpgziYZswiGeH0J5pAmjmEXMuXoCUGyRIFoUSg7yaRWyX7PGgbU3HJ7BqEMES0npukJBQlq7czgLMTTXI/QnRj1K5fiofpFo+N0heqdxifHaMbue6GzPpABA6qZ3+EBqs9iq0QPYreW90KBt24xWUhABFtcV88No4h6tmWV8JZXwUy/CdBBMsEB9zoXuowjcFugLVHAdG8tcn7ECGPkCun8grqZbP3yStZPb1lPe25QahxRZAsdwgDhoXGl45Ce0FIMOMS4XfGkRJgMhfmw65b+JMtWZp17VaseRYhRXr7ikM4hLCis9Voa6jpOtz+z4QpXL9TF5JtXz+Jmmldd4geoIIgDadUaVBleMrXC5OmzLI8pcGablBGDc1iGMZUyNQLPfmDeKs+RXEI30kLZXqJ/JKquXnDbKt1RbDVFhML5sH24wCLkdUuidKaSwVYHW3CCsA5apl8y2mNki2xXhW9990i+FnIVDsvEGCVZ9BnMSeEnS60IY+wLRBIE3K1wYRXHUGoXW+b1o7o8GNrgBp5GgWtFhNuhxS43awtKwnx/2QaourHvdDKqd9+QDskj2yFSSw3iEdWNv0U/YlPEKVUIX6b0QUWJInfCUolepHVLxhIZ++SVKpWkFiNzGfUzFIALK/uaCdFsZpyrpvXP1WVgzyq10z3IkQBsIgxnBm4Xz/1zW266QbXHuYnKnlm5w0u1D40YmldMk9KAhL15DFhfX7ZW5cGHHtGUHo1f8QUe5734MgLHOb9dd6RhA6dR7fF4Q7XXcvBkGeSP9L6vCPlyBPhM2QOMnDwI+XIEKCCAkiJIiQIEKCCAkiJIgACbKzoXD68xvdxLyCsIUoQVIkCDW056CbmFUQtnu3MtKl5i3Wz7IJSnkldY33cgXdxOyCHOp3Q8lFEIQL7m03MfkUU4q0Qv1uUrSFJVvoJuZ/B6HAuwRLWhfsk88Wu4kLCbKS9FiCXFgQRj0KEqcY6m+ZYiTI9ILwvrm9UwO5NeWRba0vVY1b825LNxkypyAsYxNBOE/9LUuetz0XRGgvJl+6CAmy+1cQkSNB5IcEuTQS5CZmx+x2hijIMiDCzA9mIVvSSdy52yMcBZEfI4IbfyUIHARZhkSYuR+f0NSk54k5711CTJ60925jHmhWJiQEkR+jwsiZNQeEiDHnY4sd/ssu44ElEwQZFeF+HATx4xJizuctt8kF+Tr+Z0H0H4Sj2UEQjzgdBFkeFmSRIOPD8EVBamNpHOaSYITZrwS5DYowq3/xUBtLYo/47kHef00Yu3mOQIKMj8UhN6sNg1iIcQ1ojkaQxg5iF4QzrGLEZTFbcyTIpbFcEKiCvIpLYp8QJUgQ0RXkRYgMCdJB6CVV/MwHACMhaGMm1UsAAAAASUVORK5CYII=)

Т.е. можно использовать с помощью text-decoration: надчеркивание (overline), перечеркивание (line-through) или подчеркивание (underline), ну, или вообще ничего не использовать (none). Некоторые Html элементы уже имеют по умолчанию оформление горизонтальной линией, например, гиперссылки (тег A) (они по умолчанию подчеркиваются).

Поэтому выделять что-то еще подчеркиванием (кроме гиперссылок) не есть хорошо, ибо у пользователей в подсознании записано, что раз подчеркнуто (а еще и цветом выделено) — значит по этому можно кликнуть для перехода. Но выделяя подчеркиванием обычный текст, вы вводите пользователя в заблуждение и последующее за ним разочарование вашим ресурсом (он то думал, а оказалось что...).

Если текст гиперссылки нужно будет сделать неподчеркнутым (например, в меню), то используйте для text decoration элемента гиперссылки значение none.

Нюансом в использовании Css правила text-decoration является то, что можно будет прописать сразу три (иди два) значения для любого Html элемента (опуская none) и в результате вы получите **~~надчеркнуто-подчеркнуто-перечеркнутый фрагмент текста~~** (прикольно звучит и смотрится, не правда ли?):

text-decoration:underline overline line-through;

Значения для text decoration (если вы хотите использовать сразу несколько из них) нужно писать **через символ пробел**.

Vertical-align — вертикальное выравнивание

Дальше у нас идет вертикальное выравнивание — vertical-align. Практически для всех элементов в Html коде оно означает выравнивание между собой строчных элементов с текстом относительно их базовой линии. Правда, для тегов таблицы Td и Th это означает немного другое — выравниваться по вертикали будет весь контент, который находится в этих ячейках.

Для Css правила vertical-align можно использовать следующие значения:

![Возможные значения CSS свойства vertical-align](data:image/png;base64,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)

Строки по умолчанию выравниваются по базовой линии. Вот смотрите, я применил **к этому фрагменту текста увеличение шрифта** и эти два фрагмента выровнялись по базовой (нижней) линии. А вертикальное выравнивание с помощью vertical-align как раз и предназначено именно для изменения способа выравнивания строк.

Например, если я для того же увеличенного фрагмента текста пропишу vertical-align:baseline, то никаких изменений не произойдет, т.к. значение baseline используется для этого Css правила по умолчанию.

Кстати, в качестве значений для него можно использовать и числа, а надпись vertical-align:0 будет означать тоже самое, что и vertical-align:baseline, т.е. значение baseline эквивалентно нулю. Следовательно, если мы хотим указать какой-либо сдвиг в вертикальном выравнивании, то этот сдвиг будем указывать относительно базовой линии (или же нуля).

Можно написать так:

vertical-align:10px;

И получим **сдвиг фрагмента с увеличенным шрифтом вверх** на 10 пикселей относительно базовой линии. Если напишем отрицательное значение:

vertical-align:-10px;

То получим **сдвиг фрагмента вниз** относительно базовой линии. Из примеров видно, что из-за сдвига увеличилась высота строки, чтобы текст помещался в ней без наезда на соседнюю строку. Сдвиг можно также задавать в Em и Ex, ну, и в процентах, которые будут считаться от высоты линии этого элемента (помните в прошлой статье мы научились ее задавать с помощью line-height).

Для вертикального выравнивания содержимого ячеек таблиц в vertical-align следует использовать значения Top и Bottom для получения, соответственно, выравнивания содержимого по верхней и нижней границе ячейки (ну, а middle в ячейке таблицы используется как значение вертикального выравнивания по умолчанию).

А для шрифтовых элементов можно использовать text-top, text-bottom, middle. Давайте для примера применим к **этому фрагменту текста** значение:

vertical-align:middle;

Что получилось в результате? По базовой линии обычного текста выровнялась средняя линия увеличенного фрагмента, т.е. мы получили вертикальное выравнивание по средней линии. Для text-top и text-bottom будет все аналогично. Вот так **text-top**, а так **text-bottom**.

Значения Css свойства vertical-align **sub** и **super** соответствуют под- и надиндексу, которые имели место быть в чистом Html (до использования CSS свойств для визуального оформления).

Text-transform, letter-spacing, word-spacing и white-space

Дальше у нас на очереди **text-transform** — трансформация символов. Оно так же применяется к любым Html элементам (и блочным, и строчным) и может иметь всего четыре значения:

![Возможные значения CSS свойства text-transform](data:image/png;base64,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)

None используется по умолчанию и означает, что символы в тексте изменяться никак не будут — как написано в Html, так и будут отображаться. Значение Uppercase для text-transform позволит трансформировать все буквы фрагмента в заглавные (**ПРИМЕР ПОКАЗАН В ЭТОМ ПРЕДЛОЖЕНИИ**, где использовалось правило text-transform:uppercase, а изначально буквы были написаны строчные).

Значение lowercase для Css правила text-transform позволит вам трансформировать все символы фрагмента в строчные, ну, а значение capitalize сделает все первые буквы слова заглавными (**Пример В Этом Предложении** — text-transform:capitalize). Т.е. с помощью text-transform можно сделать все что угодно с обычным текстом, а потом запросто все вернуть обратно.

Поэтому, если у вас, например, стоит задача сделать все заголовки написанными только заглавными буквами, то в Html пишите их обычно, а заглавными их сделаете уже в CSS через text-transform:uppercase. Потом, если вы решите что-то поменять назад, то достаточно внести только маленькое изменение в стили, а не в содержимое всех 100500 заголовков на вашем сайте.

Дальше давайте рассмотрим CSS правила, которые позволят нам изменять расстояния между символами и словами — **letter-spacing и word-spacing**. Оба эти правила могут иметь два типа значений:

![Возможные значения CSS свойств letter-spacing и word-spacing](data:image/png;base64,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)

По умолчанию и letter-spacing, и word-spacing имеют значение Normal, ну или это тоже самое, что ноль (т.е. расстояние между символами и словами никак не изменяется). Величину же изменения расстояния в этих правилах можно будет указывать только в пикселах, либо Em или Ex, но никак не в процентах.

Однако, можно использовать как положительные (разрежение символов или слов), так и отрицательные значения (сближение символов или слов). Например, можно **«вот так разредить символы в этой фразе»** с помощью следующего Css правила:

letter-spacing:0.4em;

Или же можно **«вот так сблизить символы в этой фразе»** с помощью:

letter-spacing:-1px;

Тоже самое можно сказать и про word-spacing с одной лишь только разницей, что при этом расстояние будет изменяться уже между словами, **как, например, в этой фразе, при помощи вот такой вот CSS конструкции**:

word-spacing:4em;

Аналогично можно использовать в word-spacing отрицательные значения для уменьшения расстояния между словами.

Ну, и последнее на сегодня Css правило, которое позволяет определенным образом оформлять текст в Html коде — это **white-space**. Отвечает оно за отображение пробельных символов на веб странице, которые имели место быть при написании Html кода.

Как вы помните из статьи про символы пробела в Html, браузер при разборе кода объединяет все пробелы, символы переноса строк и табуляции в один единственный пробел, и осуществляет перенос строк на веб странице именно по пробельным символам, которые имели место быть в коде.

Так вот, white space может принимать одно из трех значений:

![Возможные значения CSS свойства white-space](data:image/png;base64,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)

Понятно, что по умолчанию используется значение Normal и в этом случае все отображается так, как я описал чуть выше. А вот при использовании значения Pre мы получим полную аналогию с использованием тега Pre в чистом Html, т.е. на вебстранице текст будет отображен со всеми теми лишними пробельными символами, которые имели место быть при написании кода и переносы браузер уже по ним сделать не сможет.

Ну, а значение **nowrap** просто запретит браузеру переносить по тем пробельным символам, которые он найдет внутри фрагмента с CSS правилом white-space:nowrap. Попробовать, как все это работает, вы сможете и сами, создав простенький Html файлик и заключив любой фрагмент текста в подобные теги:

<div style="white-space:pre;">фрагмент подопытного текста</div>

7.4 Каковы назначения и значения атрибутов margin-left, margin-top?

Свойство **margin** CSS определяет внешний отступ на всех четырёх сторонах элемента. Это сокращение, которое устанавливает все отдельные поля одновременно: margin-top, margin-right, margin-bottom и margin-left.

/\* Применяется ко всем четырём сторонам \*/

margin: 1em;

/\* по вертикали | по горизонтали \*/

margin: 5% auto;

/\* сверху | горизонтально | снизу \*/

margin: 1em auto 2em;

/\* сверху | справа | снизу | слева \*/

margin: 2px 1em 0 auto;

/\* Глобальные значения \*/

margin: inherit;

margin: initial;

margin: unset;

Copy to Clipboard

|  |  |
| --- | --- |
| **Начальное значение** | как и у каждого из подсвойств этого свойства:  margin-bottom: 0  margin-left: 0  margin-right: 0  margin-top: 0 |
| **Применяется к** | все элементы, кроме элементов с табличным типом display, отличным от table-caption, table и inline-table. Это также применяется к ::first-letter и ::first-line. |
| **Наследуется** | нет |
| **Проценты** | ссылается на ширину содержащего блока |
| **Обработка значения** | как и у каждого из подсвойств этого свойства:  margin-bottom: процент, как указан, или абсолютная длина  margin-left: процент, как указан, или абсолютная длина  margin-right: процент, как указан, или абсолютная длина  margin-top: процент, как указан, или абсолютная длина |
| **Animation type** | длина |

Синтаксис

Свойство margin может быть задано с использованием одного, двух, трёх или четырёх значений. Каждое значение имеет тип <length>, <percentage> или является ключевым словом auto. Каждое значение может быть положительным, отрицательным или равным нулю.

Когда определено **одно** значение, такое значение определено для **всех четырёх сторон**.

Когда определены **два** значения, то первое значение определяет внешний отступ для **верхней и нижней** стороны, а второе значение определяет отступ для **левой и правой стороны**.

Когда определены **три** значение, то первое значение определяет внешний отступ для **верхней** стороны, второе значение определяет внешний отступ для **левой и правой стороны**, а третье значение определяет отступ для **нижней** стороны.

Когда определены **четыре** значения, они определяют внешние отступы для **верхней** стороны, **справа**, **снизу** и **слева** в рассмотренном порядке (по часовой стрелке).

Значения

7.5 Каким образом можно придать единый стиль всем страницам сайта?

Существует четыре способа задания **CSS** стиля для тегов **HTML**.

1) **Inline-стиль**.

2) **Внедрённый** стиль

3) **Импортированный** стиль.

4) **Стиль из файла**.

И в этой статье мы разберём все четыре способа.

Для начала первый способ - это **inline-стиль**. Данный стиль указывается непосредственно в самом теге. Например:

<p style = "font-size: 150%; text-align: center;">текст</p>

В данном случае мы задали, чтобы элемент "*текст*" будет размером в **150%** и выравнен по **центру**. Это пример **inline-стиля**.

Второй способ - это внедрённый **CSS стиль**, то есть стиль, который задаётся в голове документа, в теге **<head>**. Например, так:

<head>  
  <style>  
    h1 {  
      color: red;  
      margin-top: 100px;  
    }  
  </style>  
</head>

Здесь будет происходить следующее: для всех элементов внутри тега **<h1>** будет сделано следующее: их цвет будет красным и отступ сверху будет 100 пикселей.

Третий способ задания **CSS стиля** - это **импортированные стили**. Они также, как и **внедрённые** задаются в голове документа, но уже из файла. Вот пример:

<head>  
  <style>  
    @import url("my.css");  
  </style>  
</head>

Здесь ко всей странице будут применяться стили из файла "*my.css*".

И последние вид **CSS стилей** - это стили из файла. Данный способ является самым частым, и заключается он в подключении файла стиля через тег **<link>** в голове документа. Например, таким образом:

<head>  
  <link rel="stylesheet" type="text/css" href="my.css">  
</head>

Данный способ очень похож на предыдущий способ, но здесь не используется тег **<style>**, и есть ещё одно отличие. Причём, это отличие характерно для всех способов задания **CSS стиля**. И это отличие - **приоритет**.

Когда проявляется приоритет? А проявляется он при возникновении **конфликтных ситуаций**, связанных с попыткой одному и тому же элементу задать противоречивый стиль. Например, через **inline-стиль** пытаемся сделать цвет красным, а через **импортированный** стиль пытаемся сделать цвет этого элемента чёрным. Во избежание таких противоречивых ситуаций, необходимо расставить приоритеты: какой способ с самым высоким приоритетом, а какой, наоборот, с самым низким. Приоритеты в порядке возрастания следующие:

1) **Стиль** из файла.

2) **Импортированный стиль**.

3) **Внедрённый стиль**.

4) **Inline-стиль**.

Таким образом, **inline-стиль** имеет наибольший приоритет. И, пользуясь этим, можно сделать вывод, что в примере выше цвет элемента будет красным, а не чёрным.

Какие выводы можно сделать?

1) **Общий стиль** для всего сайта должен быть вынесен в отдельный файл и подключаться на каждой странице через тег **<link>**, ввиду того, что данный стиль является стилем с минимальным приоритетом, его в частных случаях можно будет изменить.

2) **Импортированный стиль** надо использовать, когда **2 и более страниц (но не все)** имеют определённые особенности в стиле.

3) **Внедрённый стиль** надо использовать для задания уникальных **CSS стилей** для конкретной страницы. Эти стили уникальны для каждой страницы сайта.

4) **Inline-стиль** надо использовать, когда отдельный элемент на отдельной странице требует особенного вида.

Руководствуясь данными принципами, Вы никогда не запутаетесь в **CSS-стилях**.

Напоследок, хочется привести небольшой пример, как надо следовать этим принципам. Допустим, Вы хотите по-разному выводить элемент внутри тега **<p>**. Перед Вам стоят такие задачи:

1) Размер шрифта на **всех страницах сайта** должен быть **15pt**, а цвет **чёрным**.

2) **На всех страницах, кроме одной**, цвет текста внутри этого элемента должен быть **красным**.

3) **На каждой странице, отступы будут разными**.

4) **В отдельных случаях** может быть **изменён размер и цвет текста**.

Я, думаю, что здесь всё прозрачно, но тем не менее, давайте поясню порядок действий:

1) В отдельный файл вынести стиль, где задаётся размер и цвет. Потом подключить данный стиль через тег **<link>**.

2) В отдельный файл вынести стиль, где задаётся красный цвет текста. Потом подключить его, как **импортированный стиль** к нужным страницам.

3) На каждой странице внутри тега **<style>** сделать разные отступы для тега **<p>**.

4) У нужных тегов **<p>** настроить должным образом размер и цвет текста.

7.6 Какое расширение имеет файл содержащий стилевые спецификации?

.css

7.7 По каким правилам записываются в файл стилевые назначения?

**CSS (Cascading Style Sheets), или каскадные таблицы стилей**, используются для описания внешнего вида веб-документа, написанного языком разметки. CSS устанавливает стилевые правила, которые изменяют внешний вид элементов, размещенных на веб-страницах, выполняют тонкую настройку их деталей, таких как цвет, шрифт, размер, границы, фон и местоположение в документе.

Вы можете встроить CSS-код непосредственно в элемент разметки в виде значения атрибута **style**. Этот атрибут доступен для всех элементов HTML. С помощью CSS можно указать ряд свойств стиля для данного HTML-элемента. Каждое свойство имеет имя и значение, разделенные двоеточием (:). Каждое объявленное свойство отделяется точкой с запятой (;).

Вот как это выглядит для элемента </p>:

Пример: применение стилей к элементу <p>

**Результат**

**HTML-код**

**Попробуй сам »**

Текст с атрибутом style

Способы добавления CSS стилей

Стандарт CSS предлагает три варианта применения таблицы стилей к веб-странице:

Внешняя таблица стилей — определение правил таблицы стилей в отдельном файле .css, с последующим подключением этого файла в HTML-документ с помощью тега ***<link>***.

Внутренняя таблица стилей — определение правил таблицы стилей с использованием тега ***<style>***, который обычно располагается в разделе ***<head>*** HTML-документа .

Встроенный стиль — это способ вставки языка таблицы стилей прямо в начальный тег HTML-элемента.

Давайте познакомимся со всеми тремя способами на конкретных примерах.

Внешняя таблица стилей

Внешняя таблица стилей хранится в отдельном файле с расширением CSS. Это самый эффективный способ, т. к. он полностью отделяет правила форматирования от ваших HTML-страниц. Он также позволяет легко применять одни и те же правила ко многим страницам. Отдельный файл с таблицей стилей прикрепляется к HTML-документу с помощью тега ***<link>***. Это одинарный тег, который располагается внутри элемента ***<head>***. Элемент должен использовать три следующих атрибута. В атрибуте **href** указывается абсолютный или относительный URL-адрес файла CSS. Атрибут **rel** определяет отношение между НТМL-страницей и связанным файлом. При создании ссылки на файл CSS он должен иметь значение **stylesheet**, показывающее, что присоединяемый таким образом документ содержит таблицу стилей. Атрибут **type** определяет тип документа, на который указывает ссылка. В нем должно быть указано значение **text/css**.

CSS, как и HTML, не является языком программирования. Это язык каскадных таблиц стилей, то есть он позволяет выборочно применять нужные стили к элементам в HTML-документах. Например, чтобы выбрать все элементы ***<p>***, т.е. параграфы на HTML-странице и окрасить их текст в красный цвет, вы должны написать на CSS следующее:

p {

color: red;

}

Давайте поместим эти три строки CSS в новый файл в любом текстовом редакторе (например Notepad++), а затем сохраним файл как style.css в папке styles.

Чтобы применять CSS к нашему HTML-документу, вставьте следующую строку в шапку, то есть между тегами ***<head>*** и ***</head>***:

<link href="styles/style.css" rel="stylesheet" type="text/css">

Пример: Внешняя таблица стилей

**Результат**

**HTML-код**

**Попробуй сам »**

Текст первый

Текст второй

Текст третий

Внутренняя таблица стилей

Данный стиль определяется в самом HTML-документе и обычно располагается в заголовке веб-страницы **HEAD**. По своей гибкости и возможностям этот способ подключения стилей уступает предыдущему, но также позволяет размещать все стили в одном месте. В данном случае, стили разполагаются прямо в теле HTML-документа. Вы можете включить правила CSS в НТМL-страницу, поместив их внутри элемента ***<style>***, который обычно находится в элементе ***<head>***, но фактически может быть помещен в любом месте документа. Этих тегов на странице может быть несколько.

Тег ***<style>*** позволяет записывать внутри себя код в формате CSS:

<style type="text/css">

body {

background-color:palegreen;

}

h1{

color: blue;

font-family:verdana;

}

p{

font-size:20px;

color:red;

}

</style>

Пример: Внутренняя таблица стилей

**Результат**

**HTML-код**

**Попробуй сам »**

***Заголовок***

Текст первый

Текст второй

Текст третий

В данном примере мы с помощью CSS установили цвет фона для элемента ***<body>***: **background-color:palegreen**, цвет и тип шрифта для заголовков ***<h1>***: **color: blue; font-family:verdana**, а также размер шрифта, цвет и выравнивание текста по центру для параграфов ***<p>***: **font-size:20px; color:red; text-align:center**.

Встроенный стиль

Когда необходимо отформатировать отдельный элемент HTML-страницы, описание стиля можно расположить непосредственно внутри открывающего тега при помощи уже специализированного атрибута style. Например:

<p style="color:red;">Параграф</p>

Такие стили называют встроенными (inline), или внедренными. Правила, определенные непосредственно внутри открывающего тега элемента перекрывают правила, определенные во внешнем файле CSS, а также правила, определенные в элементе ***<style>***.

В следующем примере к HTML-документу подключены все три рассмотренные стиля форматирования:

Пример: Приоритетность стилей

**Результат**

**HTML-код**

**Попробуй сам »**

***Заголовок***

Текст первый

Текст второй

Текст третий

|  |  |
| --- | --- |
|  | Чем ближе описание стиля находится к элементу, тем более высокий приоритет имеет этот стиль при выборе браузером конечного правила оформления. |

7.8 В чем состоит свойство наследования стилевых назначений каскадных таблиц стилей?

Цель этого урока — углубить ваше понимание некоторых основополагающих концепций CSS — каскадов, спецификаций и наследования, — которые контролируют то, как CSS применяется к HTML и как разрешаются конфликты.

Хотя изучение этого урока может показаться менее актуальным и немного более академичным, чем некоторые другие части курса, понимание этих вещей спасёт вас от головной боли в дальнейшем! Мы рекомендуем вам внимательно изучить этот раздел и убедиться, что вы понимаете концепции, перед тем, как двигаться дальше.

|  |  |
| --- | --- |
| **Необходимые условия:** | Базовая компьютерная грамотность, Установка базового ПО, базовые знания работы с файлами, основы HTML (Введение в HTML), и общее представление о том, как работает CSS (Введение в CSS.) |
| **Цель:** | Изучить понятие о каскаде и специфичности, и как работает наследование CSS. |

Конфликтующие правила

CSS (Cascading Style Sheets) означает Каскадные Таблицы Стилей и первое слово "каскадные" является невероятно важным для понимания: то, как ведёт себя каскад — ключевой момент в понимании CSS.

В какой-то момент, работая над проектом, вы обнаружите, что CSS, который, по-вашему, должен быть применён к элементу, не работает. Обычно проблема заключается в том, что вы создали два правила, которые могут потенциально применяться к одному и тому же элементу. **Каскад** и тесно связанная концепция **специфичности** — это механизмы, которые контролируют, какое именно правило применяется, когда имеется такой конфликт. Стиль вашего элемента может определять не то правило, на которое вы рассчитывали, поэтому вам необходимо понимать, как работают эти механизмы.

Также значимой является концепция **наследования,**которая заключается в том, что некоторые свойства CSS наследуют по умолчанию значения, установленные для родительского элемента текущего элемента, а некоторые не наследуют. Это также может стать причиной поведения, которое вы, возможно, не ожидаете.

Давайте начнём с краткого обзора ключевых моментов, которых мы касаемся, далее рассмотрим каждый из них по очереди и посмотрим, как они взаимодействуют друг с другом и с вашим CSS. Это может показаться набором сложных для понимания понятий. Однако, когда вы получите больше опыта в написании CSS, для вас станет более очевидным то, как это работает.

Каскад

Каскад таблицы стилей, если говорить упрощённо, означает, что порядок следования правил в CSS имеет значение; когда применимы два правила, имеющие одинаковую специфичность, используется то, которое идёт в CSS последним.

В приведённом ниже примере у нас есть два правила, которые могут применяться к h1. В результате h1 окрасится синим цветом — эти правила имеют идентичный селектор и, следовательно, одинаковую специфичность, поэтому побеждает последний в порядке следования.

Специфичность

Специфичность определяет, как браузер решает, какое именно правило применяется в случае, когда несколько правил имеют разные селекторы, но, тем не менее, могут быть применены к одному и тому же элементу. Различные типы селекторов ( селекторы элементов *h1{...}*, селекторы классов, селекторы идентификаторов и т.д ) имеют разной степени влияние на элементы страницы. Чем более общее влияние оказывает селектор на элементы страницы тем меньше его специфичность, конкретность. По существу, это мера того, насколько специфическим будет отбор по селектору:

Селектор элементов ( например *h1* ) менее специфичен — он выберет все элементы этого типа на странице — поэтому получит меньше баллов.

Селектор класса более специфичен — он выберет только те элементы на странице, которые имеют конкретное значение атрибута class — поэтому получит больше баллов, селектор класса применится после селектора элемента и поэтому перекроет его стили.

Например. Как указано ниже, у нас опять есть два правила, которые могут применяться к h1. h1 в результате будет окрашен красным цветом — селектор класса даёт своему правилу более высокую специфичность, поэтому он будет применён, несмотря на то, что правило для селектора элемента расположено ниже в таблице стилей.

Позже мы объясним, как сделать оценку специфичности, и прочие детали.

Наследование

Наследование также надо понимать в этом контексте — некоторые значения свойства CSS, установленные для родительских элементов наследуются их дочерними элементами, а некоторые нет.

Например, если вы установили значение color и font-family для элемента, то каждый элемент внутри него также будет иметь этот цвет и шрифт, если только вы не применили к ним напрямую стиль с другим цветом и шрифтом.

Некоторые свойства не наследуются — например, если вы установили для элемента width равным 50%, все его дочерние элементы не получат ширину в 50% от ширины своего родительского элемента. Если бы это было так, CSS было бы чрезвычайно трудно использовать!

**Примечание**: На страницах справочника CSS-свойств вы можете найти окно технической информации, обычно в конце раздела спецификации, в котором перечислены некоторые технические данные об этом свойстве, в том числе наследуется оно или нет. Например, здесь: color property Specifications section.

Понимание взаимодействия этих концепций

Эти три концепции вместе определяют, какая CSS применяется и к какому элементу; в следующих разделах мы увидим, как они взаимодействуют. Это может показаться сложным, но вы начнёте лучше понимать их по мере приобретения опыта работы с CSS, и вы всегда можете обратиться к справочной информации, если что-то забыли. Даже опытные разработчики не помнят всех деталей!

Видео ниже показывает, как вы можете использовать Firefox DevTools для проверки каскада стилей, спецификации, и т.д. на странице:

Понимание наследования

Итак, наследование. В примере ниже мы имеем <ul> с двумя уровнями неупорядоченных списков, вложенных в него. Мы установили для внешнего <ul> стиль границы, внутренние отступы и цвет шрифта.

Цвет шрифта применён к прямому потомку, но также и к непрямому потомку — к прямому потомку <li> и к элементам внутри первого вложенного списка. Далее мы добавили класс special ко второму вложенному списку и применили к нему другой цвет шрифта. Теперь это свойство наследуется всеми его потомками.

Такие свойства, как ширина (как в примере выше), внутренние и внешние отступы и стиль границы не наследуются. Если бы потомки нашего списка наследовали бы границу, то каждый отдельный список и каждая позиция в списке получили бы такую же границу — вряд ли мы хотели бы получить такой эффект!

Какие свойства наследуются по умолчанию, а какие нет, чаще всего определяется здравым смыслом.

Контроль наследования

CSS предоставляет четыре специальных универсальных значения свойства для контроля наследования. Каждое свойство CSS принимает эти значения.

inherit

Устанавливает значение свойства, применённого к элементу, таким же, как у его родительского элемента. Фактически, это "включает наследование".

initial

Устанавливает значение свойства, применённого к выбранному элементу, равным initial value этого свойства (в соответствии с настройками браузера по умолчанию. Если в таблице стилей браузера отсутствует значение этого свойства, оно наследуется естественным образом.)

unset (en-US)

Возвращает свойству его естественное значение, что означает, что если свойство наследуется естественным образом, оно действует как inherit, иначе оно действует как initial.

**Примечание**: Существует также более новое значение revert, которое имеет ограниченную поддержку браузерами.

**Примечание**: Смотрите Origin of CSS declarations в [Page not yet written] для более подробной информации о каждом из них, и о том, как они работают.

Можно посмотреть список ссылок и изучить, как работают универсальные значения. Пример, следующий ниже, позволяет вам поиграть с CSS и увидеть, что происходит, когда вы вносите изменения. Подобные эксперименты с кодом — лучший способ освоить HTML и CSS.

Например:

Второй элемент списка имеет класс my-class-1. Таким образом, цвет для следующего вложенного элемента a устанавливается по наследству. Как изменится цвет, если это правило будет удалено?

Понятно ли, почему третий и четвёртый элементы a имеют именно такой цвет? Если нет, перечитайте описание значений, представленное выше.

Какая из ссылок изменит цвет, если вы зададите новый цвет для элемента <a> — например: a { color: red; }?

Возврат всех исходных значений свойств

Стенографическое свойство CSS all можно использовать для того, чтобы присвоить одно из значений наследования к (почти) всем свойствам одновременно. Это одно из четырёх значений (inherit, initial, unset, или revert). Это удобный способ для отмены изменений, внесённых в стили, для того, чтобы вы могли вернуться к стартовой точке перед внесением новых изменений.

В примере ниже имеются два блока <blockquote>. Первый имеет стиль, который применён к самому элементу blockquote, второй имеет класс fix-this, который устанавливает значение all в unset.

Попробуйте установить для all ещё одно из доступных значений и исследуйте, в чём заключается разница.

Понимание каскада

Теперь мы понимаем, почему параграф, следующий по глубине в структуре HTML документа, имеет тот же цвет, что CSS применяет к body, а вводные уроки дали понимание того, как изменить применение CSS к чему-либо в любой точке документа — или назначить CSS элементу, или создать класс. Теперь рассмотрим подробнее то, как каскад определяет выбор CSS-правил, применяемых в случае влияния на стиль элемента нескольких объектов.

Вот три фактора, перечисленные в порядке возрастания важности. Следующий отменяет предыдущий.

**Порядок следования**

**Специфичность**

**Важность**

Мы внимательно изучим их, чтобы увидеть, как именно браузеры определяют, какой CSS следует применить.

Порядок следования

Мы уже видели, какое значение для каскада имеет порядок следования. Если у вас несколько правил, которые имеют одинаковую важность, то побеждает правило, которое идёт последним в CSS. Другими словами, правила, более близкие к самому элементу, переписывают более ранние, пока последнее не победит, оно и стилизует элемент.

Специфичность

Понимая, что порядок следования правил имеет значение, в какой-то момент вы окажетесь в ситуации, когда вы знаете, что правило появляется позже в таблице стилей, но применяется более раннее, конфликтующее правило. Это связано с тем, что более раннее правило имеет более **высокую специфичность** — оно более специфично и поэтому выбирается браузером как правило, которое должно стилизовать элемент.

Как мы видели ранее в этом уроке, селектор класса имеет больший вес, чем селектор элемента, поэтому свойства, определённые в классе, будут переопределять свойства, применённые непосредственно к элементу.

Здесь следует отметить, что, хотя мы думаем о селекторах и правилах, применяемых к объекту, который они выбирают, переписывается не всё правило, а только свойства, которые являются одинаковыми.

Такое поведение помогает избежать повторения в вашем CSS. Обычной практикой является определение общих стилей для базовых элементов, а затем создание классов для тех, которые отличаются. Например, в таблице стилей ниже мы определяем общие стили для заголовков второго уровня, а затем создаём несколько классов, которые изменяют только некоторые свойства и значения. Определённые вначале значения применяются ко всем заголовкам, затем к заголовкам с классами применяются более конкретные значения.

Давайте теперь посмотрим, как браузер будет вычислять специфичность. Мы уже знаем, что селектор элемента имеет низкую специфичность и может быть перезаписан классом. По существу, значение в баллах присуждается различным типам селекторов, и их сложение даёт вам вес этого конкретного селектора, который затем может быть оценён в сравнении с другими потенциальными соперниками.

Степень специфичности, которой обладает селектор, измеряется с использованием четырёх различных значений (или компонентов), которые можно представить как тысячи, сотни, десятки и единицы — четыре однозначные цифры в четырёх столбцах:

**Тысячи**: поставьте единицу в эту колонку, если объявление стиля находится внутри атрибута style (встроенные стили). Такие объявления не имеют селекторов, поэтому их специфичность всегда просто 1000.

**Сотни**: поставьте единицу в эту колонку за каждый селектор ID, содержащийся в общем селекторе.

**Десятки**: поставьте единицу в эту колонку за каждый селектор класса, селектор атрибута или псевдокласс, содержащийся в общем селекторе.

**Единицы**: поставьте общее число единиц в эту колонку за каждый селектор элемента или псевдоэлемент, содержащийся в общем селекторе.

**Примечание:** Универсальный селектор (\*), комбинаторы (+, >, ~, '') и псевдокласс отрицания (:not) не влияют на специфичность.

Следующая таблица показывает несколько несвязанных примеров, которые помогут вам разобраться. Посмотрите их все и убедитесь, что вы понимаете, почему они обладают той специфичностью, которую мы им дали. Мы ещё не рассмотрели селекторы детально, но вы можете найти подробную информацию о каждом селекторе в справочнике селекторов MDN.

| **Селектор** | **Тысячи** | **Сотни** | **Десятки** | **Единицы** | **Специфичность** |
| --- | --- | --- | --- | --- | --- |
| h1 | 0 | 0 | 0 | 1 | 0001 |
| h1 + p::first-letter | 0 | 0 | 0 | 3 | 0003 |
| li > a[href\*="en-US"] > .inline-warning | 0 | 0 | 2 | 2 | 0022 |
| #identifier | 0 | 1 | 0 | 0 | 0100 |
| Без селектора, с правилом внутри атрибута style элемента. | 1 | 0 | 0 | 0 | 1000 |

Прежде чем мы продолжим, давайте посмотрим на пример в действии.

Так что здесь происходит? Прежде всего, нас интересуют только первые семь правил этого примера, и, как вы заметите, мы включили их значения специфичности в комментарий перед каждым правилом.

Первые два правила конкурируют за стилизацию цвета фона ссылки — второе выигрывает и делает фоновый цвет синим, потому что у него есть дополнительный селектор ID в цепочке: его специфичность 201 против 101.

Третье и четвёртое правило конкурируют за стилизацию цвета текста ссылки — второе выигрывает и делает текст белым, потому что, хотя у него на один селектор элемента меньше, отсутствующий селектор заменяется на селектор класса, который оценивается в десять вместо единицы. Таким образом, приоритетная специфичность составляет 113 против 104.

Правила 5–7 соревнуются за определение стиля границы ссылки при наведении курсора. Шестой селектор со специфичностью 23 явно проигрывает пятому со специфичностью 24 — у него в цепочке на один селектор элемента меньше. Седьмой селектор, однако, превосходит как пятый, так и шестой — он имеет то же количество подселекторов в цепочке, что и пятый, но один элемент заменён селектором класса. Таким образом, приоритетная специфичность 33 против 23 и 24.

**Примечание**: Это был условный пример для более простого усвоения. В действительности, каждый тип селектора имеет собственный уровень специфичности, который не может быть замещён селекторами с более низким уровнем специфичности. Например, миллион соединённых селекторов **класса** не способны переписать правила одного селектора **id**.

Более правильный способ вычисления специфичности состоит в индивидуальной оценке уровней специфичности, начиная с наивысшего и продвигаясь к самому нижнему, когда это необходимо. Только когда оценки уровня специфичности совпадают, следует вычислять следующий нижний уровень; в противном случае, вы можете пренебречь селекторами с меньшим уровнем специфичности, поскольку они никогда не смогут преодолеть уровни более высокой специфичности.

!important

Существует специальный элемент CSS, который вы можете использовать для отмены всех вышеперечисленных вычислений, однако вы должны быть очень осторожны с его использованием — !important. Он используется, чтобы сделать конкретное свойство и значение самыми специфичными, таким образом переопределяя нормальные правила каскада.

Взгляните на этот пример, где у нас есть два абзаца, один из которых имеет ID.

Давайте пройдёмся по этому примеру, чтобы увидеть, что происходит — попробуйте удалить некоторые свойства, чтобы увидеть, что получится, если вам трудно понять:

Вы увидите, что применены значения color (en-US) и padding третьего правила, но background-color — нет. Почему? Действительно, все три безусловно должны применяться, потому что правила, более поздние в порядке следования, обычно переопределяют более ранние правила.

Однако вышеприведённые правила выигрывают, потому что селекторы классов имеют более высокую специфичность, чем селекторы элементов.

Оба элемента имеют class с названием better, но у второго также есть id с названием winning. Поскольку ID имеют ещё более высокую специфичность, чем классы (у вас может быть только один элемент с каждым уникальным ID на странице, но много элементов с одним и тем же классом — селекторы ID очень специфичны, на что они и нацелены), красный цвет фона и однопиксельная чёрная граница должны быть применены ко 2-му элементу, причём первый элемент получает серый фоновый цвет и отсутствие границы, как определено классом.

2-й элемент получил красный цвет фона и отсутствие границы. Почему? Из-за объявления !important во втором правиле — размещение которого после border: none означает, что это объявление перевесит значение границы в предыдущем правиле, даже если ID имеет более высокую специфичность.

**Примечание**: Единственный способ переопределить объявление !important – это включить другое объявление !important в правило с такой же специфичностью позже или в правило с более высокой специфичностью.

Полезно знать о существовании !important, чтобы вы понимали, что это такое, когда встретите в чужом коде. **Тем не менее, мы настоятельно рекомендуем вам никогда не использовать его, если в этом нет острой необходимости.** !important меняет обычный порядок работы каскада, поэтому он может серьёзно затруднить отладку проблем CSS, особенно в большой таблице стилей.

Одна из ситуаций, в которой вам, возможно, придётся это использовать, — это когда вы работаете с CMS, где вы не можете редактировать модули CSS ядра, и вы действительно хотите переопределить стиль, который нельзя переопределить другим способом. Но, вообще говоря, не стоит использовать этот элемент, если можно этого избежать.

Влияние расположения CSS

Наконец, также полезно отметить, что важность объявления CSS зависит от того, в какой таблице стилей оно указано — у пользователя есть возможность установить индивидуальные таблицы стилей для переопределения стилей разработчика, например, пользователь может иметь проблемы со зрением и захочет установить размер шрифта на всех посещаемых им веб-страницах в два раза больше нормального размера, чтобы облегчить чтение.

Подведение итогов

Конфликтующие объявления будут применяться в следующем порядке, с учётом замены более ранних более поздними:

Объявления в таблицах стилей клиентского приложения (например, стили браузера по умолчанию, используемые, когда не заданы другие стили).

Обычные объявления в пользовательских таблицах стилей (индивидуальные стили устанавливаются пользователем).

Обычные объявления в авторских таблицах стилей (это стили, установленные нами, веб-разработчиками).

Важные объявления в авторских таблицах стилей.

Важные объявления в пользовательских таблицах стилей.

Для таблиц стилей веб-разработчиков имеет смысл переопределить пользовательские таблицы стилей так, чтобы можно было сохранить запланированный дизайн, но иногда у пользователей есть веские причины для переопределения стилей веб-разработчика, как упомянуто выше — это может быть достигнуто с помощью использования !important в их правилах.